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Abstract—Struck-by accidents are one of the major causes of fatalities and injuries in construction projects. While the likelihood of struck-by hazards is significantly affected by the layout of a jobsite, sequence of activities, and movement patterns of equipment and workers, there is currently no existing methodology for ex-ante investigation of struck-by safety hazards during the construction planning phase. In this paper, we propose a preliminary methodology for evaluation of struck-by safety hazards using a motion planning approach. We solve the problem of finding collision states and obstacle free paths for working in the middle of moving machinery and in the presence of various obstacles. We present, propose, and implement efficient algorithms to create safe routes for workers that avoid static and moving obstacles. We present a detailed case study of a common construction task involving struck-by hazards. We discuss several avenues for future work that could transform into robust methodologies for safety planning in complex construction projects.

I. INTRODUCTION

Struck-by accidents are one of the four most deadly hazards found on construction jobsites. Approximately 75% of struck-by fatalities involve heavy equipment such as trucks or cranes [1]. The complex, dynamic, and continuously changing nature of construction jobsites is one of the main drivers of struck-by hazards. Different research studies [8] have evaluated the nature of struck-by accidents in construction jobsites and have proposed solution concepts (e.g., radio frequency proximity warning system proposed in [20]) to prevent accidents. A key missing element is a methodology that enables predictive assessment of struck-by hazards based on an integrated evaluation of the construction site layout, movement patterns of workers and equipment, and the sequence of construction activities. The objective of this paper is to propose a vision for such a methodology based on motion planning algorithms.

Our working hypothesis in creating a methodology is that struck-by accidents can be partially predicted through efficient, robust, easily implementable algorithms.

Two coupled phenomena affect the level of safety hazards related to struck-by accidents in construction jobsites: (1) sequence of activities and jobsite layout, and (2) movement patterns of workers and equipment. In our previous work [3], we presented an initial formalization of the physical state space of construction sites along with simple filtering algorithms and prototypes of inexpensive sensing systems for real-time monitoring of struck by accidents in construction sites. Ex-ante evaluation of construction jobsites in terms of struck-by safety hazards is critical in enhancing jobsite layout and activity planning. Different studies such as ( [18]) have developed optimization-based methodologies for safety assessment of construction site layouts. These studies have two main limitations: (1) lack of consideration of the impact of the layout of construction jobsites on the spatio-temporal motion trajectories related to the workers and equipment, and (2) lack of consideration related to the dynamic changes in the layout of construction sites at different stages of a project schedule.

Different studies (e.g. [17], [10]) have developed models based on discrete event simulation to analyze the dynamics of construction jobsites. These models were mainly developed for cost and schedule analysis and do not capture the safety aspects due to the interactions between moving crew and equipment.

Zhang et al. [21] and Hammad and Zhang [7] [22] proposed an approach for real-time motion planning and demonstrated its application in safety analysis related to crane operations. The proposed approach used a cell-based discrete event simulation model to capture the spatial interdependencies between resources. The limitation of this approach is that the physical state space of construction site and motion trajectories of the crew and the equipment are not modeled; therefore, the collision states as a result of the movement of workers and equipment cannot be captured.
Instead our approach to preemptively investigate collisions in construction projects uses techniques from motion planning with dynamic obstacles. Several motion planning algorithms have been proposed to solve the problem of a robot moving in an environment with moving obstacles. These approaches include sampling-based and combinatorial methods [4], [12], [13], [14], [15].

Our contribution includes a concrete formulation based on physical state spaces of the problem of finding obstacle free paths during the planning phase of a construction project. We propose a procedure, using a modified version of a well known motion planning algorithm [11], to calculate obstacle free paths with moving equipment.

II. PRELIMINARIES

To follow Motion Planning formulations [4], [12], [13], [14], [15], we will define the construction site as a workspace, \( W = \mathbb{R}^2 \). In this workspace there will be a collection of static obstacles, \( \mathcal{O} \subset W \), where each element in \( \mathcal{O} = \{O_1, O_2, \ldots, O_n\} \) will be modeled as a polygon. These static obstacles represent places in the construction site that are obstructed for both workers and machinery.

Let us call \( T \subset \mathbb{R}_{\geq 0} \) the time interval in which the construction project takes place. In our examples, the time interval will be a bounded set, \( T = [0, t_f] \) where \( t_f \) represents the final time.

There will be a collection of \( k \) moving bodies, \( B = \{B^1, B^2, \ldots, B^k\} \), that represent the moving equipment in the workspace such as trucks, excavators, mixers and cranes. Each body will move with constant speed represented by a vector, \( \mathbf{V} = \{v^1, v^2, \ldots, v^k\} \). We will model the moving bodies as circular regions that can move in any direction. A particular body, \( B^i \), is represented by its center, \( (x^i, y^i) \), and its radius, \( r \), \( B(t) \) denotes the position of the moving bodies at time, \( t \).

There will be \( m \) workers \( A^1, A^2, \ldots, A^m \) present in the workspace. Each worker, \( A^j \), has an associated configuration space, \( \mathcal{C}^j \), which denotes the position in the workspace. The configuration space for all workers is defined by \( \mathcal{C}_{\text{workers}} = \mathcal{C}^1 \times \mathcal{C}^2 \cdots \times \mathcal{C}^m \). Let \( A(q) \) with \( q \in \mathcal{C}_{\text{workers}} \) denote the positions of all the workers in \( W \). The workers’ physical state space is defined as \( X = \mathcal{C} \times T \). A state, \( x \in X \), is expressed as \( x = (q, t) \) and denotes the configuration of the bodies, \( q \), at time, \( t \).

We define the obstacle region, \( X_{\text{obs}} \), in the physical state space as:

\[
X_{\text{obs}} = \{(q, t) \in X | A(q) \cap (B(t) \cup \mathcal{O}) \neq \emptyset \}. \tag{1}
\]

The moving bodies move in an obstacle free path, therefore, \( \mathcal{O} \cap B(t) = \emptyset \). The free space for the workers is denoted by \( X_{\text{free}} = X \setminus X_{\text{obs}} \), which means the workers must avoid both the static obstacles and the moving bodies.

Let us denote the trajectory of the \( j^{\text{th}} \) moving body as \( \gamma^j : [0, t_f] \rightarrow \mathcal{C}_{\text{body}} \) where \( \mathcal{C}_{\text{body}} \) are the obstacle free configurations for the bodies. We model the trajectories of the bodies as piecewise linear functions of time, which means that the translation applied to bodies in \( \mathcal{B} \) can be written as \( (B^i_t + c_1 t, B^j_t + c_2 t) \) for some constants, \( c_1, c_2 \in \mathbb{R} \).

Let \( x_I \in X_{\text{free}} \) be the initial state of the worker and \( x_G \subset X_{\text{free}} \) be the goal states. Let a trajectory of the \( j^{\text{th}} \) worker, \( A^j \), be \( \tau^j : [0, 1] \rightarrow X_{\text{free}} \).

Based on our definitions we can describe the following two problems:

**Problem 1: Finding Safe Trajectories for Workers**

Given an initial configuration, \( x_I \), a goal region, \( x_G \), the set of static obstacles, \( \mathcal{O} \), and the motions of the moving obstacles in time, \( B(t) \), find an obstacle free trajectory, \( \tau \), such that \( \tau(0) = x_I \), \( \tau(1) \in x_G \) that is as far away as possible from the static obstacles.

In some other scenarios, we would like to evaluate how safe a given trajectory is, which leads to Problem 2:

**Problem 2: Safety Evaluation of a Trajectory**

Given the set of static obstacles, \( \mathcal{O} \), the motions of the moving obstacles in time, \( B(t) \), and a trajectory, \( \tau \), evaluate the trajectory’s safety.

In the following section, we present our approach to solving problems 1 and 2.

III. METHODS

A. Calculation of a safe roadmap for workers using a generalized Voronoi diagram

In this section, we will use the generalized Voronoi diagram (GVD) or maximum-clearance roadmap [16], [13], [19] to compute safe trajectories for workers. The generalized Voronoi diagram was chosen because it is a roadmap whose paths are as far away as possible from static obstacles (see Figure 2).

Recall that the set of static obstacles is given by \( \mathcal{O} = \{O_1, O_2, \ldots, O_n\} \). We assume that the obstacles are convex polygons. If the obstacles are not convex, they can be approximated by surrounding them with a convex shape. For any point, \( p \in W \), let \( d(p, O_i) \) denote the Euclidean distance from \( p \) to the nearest point in the obstacle \( O_i \) [9]. The midpoint or bisector between the two obstacles, \( O_i \) and \( O_j \), is \( b(O_i, O_j) = \{p|d(p, O_i) = d(p, O_j)\} \). We also define the dominance region of obstacle \( O_i \) over \( O_j \), as \( Dom(O_i, O_j) = \{p|d(p, O_i) \leq d(p, O_j)\} \). The Voronoi region for the obstacle \( O_i \) is \( V(O_i) = \bigcap_{j \neq i} Dom(O_i, O_j) \). The partition of space into \( V(O_1), V(O_2), \ldots, V(O_n) \) is the generalized Voronoi diagram [9].

Algorithm 1 presents the pseudo-code of implemented procedure to find all possible safe paths using the algorithm for the Voronoi diagram. There are several exact procedures to calculate the GVD for a set of convex obstacles [16]. However, some of these approaches have complicated implementations, therefore, we use a solution based on calculating the Voronoi diagram of a set of points as discussed in [2].

The obstacle set, \( \mathcal{O} \), contains both the static obstacles and the boundary region. In lines 1 and 2 of Algorithm 1, we obtain a set of points, \( P \), containing the midpoints of all the polygonal obstacles and sample points from the boundary region. We apply any standard Voronoi diagram algorithm [6] to the set \( P \) to compute the Voronoi diagram of \( P \) and the associated generalized Voronoi region \( GVD \).

The algorithm proceeds as follows:

1. Define the set of points \( P \) containing the midpoints of the static obstacles and sample points from the boundary region.
2. Compute the Voronoi diagram of \( P \) using any standard algorithm.
3. Compute the generalized Voronoi diagram \( GVD \) of \( P \).
4. Calculate the feasible regions \( F \) for each worker \( A^j \) as the set of points in \( GVD \) that are closest to \( A^j \) at any time step.
5. For each feasible region \( F^j \), determine the set of obstacle-free trajectories \( \tau^j \) that minimize the distance to \( F^j \).
6. Evaluate the safety of each trajectory \( \tau^j \) by calculating the distance to the nearest static obstacle at each time step.
7. Select the trajectory \( \tau^j \) with the maximum distance to the nearest static obstacle as the safe trajectory for \( A^j \).

Algorithm 1

\begin{verbatim}
Procedure Algorithm 1
Input: set of static obstacles \( \mathcal{O} \), set of moving obstacles \( B(t) \), set of workers \( A \), initial configuration \( x_I \), goal region \( x_G \)
Output: safe trajectories \( \tau^j \) for each worker \( A^j \)

1. Define the set of points \( P \) containing the midpoints of the static obstacles and sample points from the boundary region.
2. Compute the Voronoi diagram of \( P \) using any standard algorithm.
3. Compute the generalized Voronoi diagram \( GVD \) of \( P \).
4. Calculate the feasible regions \( F \) for each worker \( A^j \) as the set of points in \( GVD \) that are closest to \( A^j \) at any time step.
5. For each feasible region \( F^j \), determine the set of obstacle-free trajectories \( \tau^j \) that minimize the distance to \( F^j \).
6. Evaluate the safety of each trajectory \( \tau^j \) by calculating the distance to the nearest static obstacle at each time step.
7. Select the trajectory \( \tau^j \) with the maximum distance to the nearest static obstacle as the safe trajectory for \( A^j \).
\end{verbatim}

In the figure, the safe trajectories are represented by the green path, which is as far away as possible from the static obstacles. The obstacle-free trajectories are represented by the red path, which avoids the obstacles and the boundary region.
in line 3 (\textit{GetVoronoi}) to \(P\) to generate the Voronoi diagram. Let \(L\) be the set of Voronoi edges.

Once the Voronoi edges are found, we remove the edges that pass through the obstacles. This can be done by checking if the voronoi edges and the obstacle edges intersect. Removing all the Voronoi edges (line 6) that intersect with the \textit{obstacle line} segments result in a set of line segments that approximate the generalized Voronoi diagram.

\begin{algorithm}
\begin{algorithmic}[1]
\State \(E\gets O.getEdges().midPoints\)
\State \(P\gets \text{Linesboundary.GetSamplePoints()}\)
\State \(L\gets \text{GetVoronoi}(P)\)
\For {\(l\in L\)}
\State \(l\in I\in O.getEdges()\)
\If {\(l\in I\\text{Intersect}()\) == True}
\State \(L\\text{Remove}()\)
\Else
\State continue
\EndIf
\EndFor
\State \(G(V,E) = G(L.EndPoints,L)\)
\State \(E.Add(q_i, \text{Nearest}(E,q_i))\)
\State \(E.Add(q_G, \text{Nearest}(E,q_G))\)
\State \(S = \text{GenAllPath}(q_1,q_G,G)\)
\end{algorithmic}
\end{algorithm}

Finally, we construct a weighted undirected graph, \(G = (V,E)\), with weights given by \(w : E \to \mathbb{R}_{\geq 0}\). In this graph, \(V\) is the set of vertices of the Voronoi diagram and an edge, \(E\), is added for each Voronoi edge. The weight, \(w(e)\), for \(e \in E\) is given by the Euclidean distance between the vertices that compose the edge, \(e\).

Let \(x_i = (q_i,t_i)\) be the initial configuration of the worker and the goal configuration be \(x_G = (q_G,t_G)\). \(q_i\) and \(q_G\) denote the initial and final point location on \(W\) respectively. We need to connect these two points on the roadmap given by the generalized Voronoi diagram. In Line 13 of Algorithm 1, this is achieved by drawing a perpendicular line from \(q_i\) to the nearest Voronoi line, \(e \in E\). This introduces a new point on \(e\) which is the intersection of \(e\) and the normal line of \(q_i\) on \(e\). This procedure is also applied to \(q_G\). After connecting \(q_i\) and \(q_G\) to the graph, \(G\), the number of vertices and edges of \(G\) are \(|V| + 2\) and \(|E| + 2\) respectively.

When calculating the roadmap for workers, there are several trade-offs and optimality criteria. For example, workers want to choose the fastest path but managers are concerned about the safety of the path. Ideally, we would like to define the safest path without colliding with the moving bodies \(B(t)\). These will require us to consider all possible paths in graph \(G\) from \(q_i\) to \(q_G\). The method \textit{GenAllPath}(\(q_i,q_G,G\)) in Line 15 generates all possible path using a variation of Breadth First Search (BFS) [5]. To find a shortest roadmap path from \(q_i\) to \(q_G\) we use the well known \textit{Dijkstra’s Shortest Path Algorithm} [2] on graph \(G\). A path, \(\tau\), is composed of piecewise linear segments \(\{l_1,l_2,\cdots,l_G\}\) where each \(l_k\) is a Voronoi edge.

\section{Calculation of safest roadmap avoiding moving bodies}

The worker \(A^j\) must move along its path from \(\tau(0)\) to \(\tau(t_f)\) while the equipment \(B^j(t)\) must move along its path over the time interval \(T = [0,t_f]\). Additionally, we enforce two aspects of the workers’ trajectories: 1) the speed of the workers is bounded and fixed and 2) workers will only use two actions for navigation: \textit{STOP} and \textit{MOVE}. The second aspect is motivated because, unlike mobile robots, workers will have difficulty precisely controlling their speed. Therefore, to avoid collision with moving bodies on a trajectory a worker must yield and let the moving equipment pass.

We will modify the velocity tuning method (see [11] and [13], Chapter 7 for details) to obtain a plan for the workers with a fixed speed, \(v_{\text{worker}}\), and two actions, \textit{STOP} and \textit{MOVE}. Let \(U = \{\text{STOP}, \text{MOVE}\}\) the two allowable actions. We call a \textit{plan} a mapping, \(\pi : T \to U\).

Algorithm 2 presents our modified procedure to create a plan for the worker. Initially, at \(t = 0\) both the worker and the moving body start at the initial point of their respective trajectory \(\tau\) and \(r_i\). Moving bodies at different times in \(T = [t_0,t_f]\) occupy different spaces on the worker’s trajectory, \(\tau\). The solution to the problem of avoiding moving bodies lies in a space-time coordinate system. Let \(S = [0,|\tau|]\), where \(|\tau|\) is the length of the trajectory, \(\tau\). We define the time-space as \(Y = S \times T\) in which each \((s,t)\) indicates the position along the path, \(s \in S\), and time, \(t \in T\) [11], [13].

The space occupied by the moving body on the workers’ path (obstacles in \(Y\)) can be calculated in this space-time coordinate system. The plan can be obtained by intersecting the swept area of the bodies with the given trajectory, \(\tau\), of the worker [11]. This area is called the \textit{forbidden region}. Let a worker in a piecewise path segment, \(l \in F\), be characterized parametrically by \(\frac{x-x_0}{v_x} = \frac{y-y_0}{v_y} = t = \eta \in [0,1]\).

We assume, without loss of generality, that the position of the circular moving body at \(t = 0\) is \((B_x^j, B_y^j)\), its velocity is \(v^i = (v_{x}^i, v_{y}^i)\), and its radius is \(r\). Then, the equation of the area covered by the circular obstacle, as a function of time, is given by [11]: \(x - (B_x^j + v_x^i t)^2 + [y - (B_y^j + v_y^i t)]^2 = r^2\). Substituting \(x, y\) from the parametric line equation of the worker we get, \([x_0 - B_x^j + \eta v_x^i t]^2 + [y_0 - B_y^j + \eta v_y^i t]^2 = r^2\). Let \(x = x_0 - B_x^j\) and \(y = y_0 - B_y^j\). The above equation then is, \(\eta^2(a^2 + b^2) - 2(a v_x^i b + b v_y^i t) + t^2(v_x^i)^2 + (v_y^i)^2) = (a x + b y) = 0\). This equation [11] is of the form of a general conic equation, \(A x^2 + B x y + C y^2 + D x + E y + F = 0\), and its discriminant is \(B^2 - 4AC = 4(a v_x^i b + b v_y^i t)^2 - 4(a^2 + b^2)(v_x^i)^2 + (v_y^i)^2) = -4(a v_x^i b + b v_y^i t)^2,\) which is always negative, therefore the resulting conic after the area swept across the path by the moving equipment represented as a circle is an ellipse. The height of the ellipse indicates the amount of time the moving body is present on the trajectory of a worker. The width is the occupied space which is inaccessible by the worker during that time. We get an ellipse for each intersection between the moving body and the worker [13], [11].
The obstacle region in the space-time system is \( X_{obs} = \{ (s, t) \in X | A(\tau(s)) \cap B(t) \neq \emptyset \} \). \( X_{free} \) is defined as \( X_{free} = X \setminus X_{obs} \). The task is to find the plan \( \pi : [0, 1] \rightarrow X_{free} \). For simplicity of path planning, we consider the ellipses to be quadrilaterals.

**Algorithm 2** CalcVelocityProfile(v\(_{worker}\), \( \mathcal{V} \), \( \tau \), \( \gamma^i \))

**Input:** \( v_{worker} \), \( \mathcal{V} \), \( \tau \), \( \gamma^i \) {\( v_{worker} \) : velocity of worker; \( \mathcal{V} \) : velocity of moving body; \( \tau \) : path of worker; \( \gamma^i \) : path of body}

**Output:** \( List, e \) {\( List \) : Line list in \( s \times t \) space; \( e \) : Obstacle list.}

1. for \( l \in \tau \) do
2. for \( \sigma \in \gamma^i \) do
3. \( obs_{s \times t} = \text{FindObs}(l, \sigma, v_{worker}, \mathcal{V}, w_l, w_s, B_x^i, B_y^i) \)
4. \( e.Add(obs_{s \times t1}) \)
5. end for
6. for \( b \in e \) do
7. if intersect(b.left, l) or intersect(b.bottom, l) then
8. \( (x, y) = \text{intersection}(b) \)
9. \( List.Add(Point(w_s, w_t), Point(x, y)) \)
10. end if
11. end for
12. end for
13. \( w_s = w_s + \frac{l.length}{v_{worker}} \)
14. \( w_t = w_t + \frac{l.length}{v_{worker}} \)
15. for \( \sigma \in \gamma^i \) do
16. if \( \frac{\sigma.length}{\gamma^i} \geq w_t \) then
17. \( \sigma_{current} = \sigma \)
18. end if
19. end for
20. \( B_x^i = \sigma_{current}.x + v^t_x \times w_t \)
21. \( B_y^i = \sigma_{current}.y + v^t_y \times w_t \)
22. \( \gamma^i_{start} = \sigma_{current} \)
23. end for

Once all the obstacle regions in the space-time system are calculated, we need to find a path avoiding all the space-time obstacles. This can be solved by using a combinatorial planning algorithm such as the trapezoidal decomposition algorithm which is commonly used for 2D path planning problems (see [6], Chapter 6 and [13], Chapter 7 for details). The worker starts in \((0, 0)\) and moves along a line having a slope, \( m = \frac{v_y}{v_x} \) and \( m = \frac{v_{worker}}{v_{worker}} \) (see Figure 3). Whenever the line intersects an obstacle region, the worker stops and the path \( \pi \) will go up vertically which means the time is increasing but the worker does not move \( (\frac{\pi}{\gamma^i} = \frac{\pi}{\gamma^i} = 0) \).

The line continues until it reaches the upper left corner of the obstacle which means that the obstacle is cleared and the worker is allowed to move (See Figure 3). This process breaks the workers’ path segment into three sub segments every time an obstacle is faced in state space. If no moving body is faced by the worker, then the number of segments in space-time will be equal to the number of line segments in \( \tau \).

In the workspace, both the worker and moving body paths are piecewise linear. Recall that we denote the body position along \( \gamma^i \) in \( \mathcal{W} \) as \((B_x^i, B_y^i)\). Initially, the worker is in the \((0, 0)\) position in \( S \times T \) space denoted by \((w_s, w_t) = (0, 0)\). In lines 1 and 2 of Algorithm 2, for each line segment of worker \( l \in \tau \) we need to find out the intersections of all line segments, \( \sigma \in \gamma^i \), of a moving body, \( B_x^i \).

The method \( \text{FindObs} \) in line 3 estimates the location, height, and width of the ellipse shaped obstacle in \( S \times T \) which might be encountered by the worker. As the workers’ configuration change is time monotonic, we must know how much time it takes to finish a path’s linear segment before continuing to the next linear segment of the path \( \tau \). Lines 6 to 15 perform the velocity profile calculation for the current segment, \( l \). In \( S \times T \) space the path segment \( l \) starts at \((w_s, w_t)\) with slope \( \frac{\gamma^i}{\tau} \). The segment can hit an obstacle from the left or from the bottom.

In line 7, we check for collisions. If any collision is found then the line is broken down into three pieces surrounding the left edge of the obstacle. The finishing point of current line \( l \) is the starting point of next line. So in line 14, \((w_s, w_t)\) is updated. \( w_s \) is increased by the length of \( l \), \( w_t \), the time taken to finish the path, is increased by the time taken to complete the line avoiding the obstacles. However, at time \( w_t \) the moving obstacle has also been moved to a new position on \( \gamma^i \). Before processing the next worker path segment, we need to know the position of the moving body and which sub segments of \( \gamma^i \) will compose it to estimate the intersections between those sub segments and next worker path segment.

In lines 16 to 19, we search for the line \( \sigma_{current} \in \gamma^i \) on which the moving body will be after time \( w_t \). Then, in line 21 and 22 we update the exact position of the moving body, \((B_x^i, B_y^i)\), on this line. The process will finish when the worker reaches the goal configuration, \( x_G \). In a space-time system, the finishing point is \((s, t)\), where \( s = |S| \) is the length of the trajectory, \( \tau \), and \( t \) denotes the time taken to finish the path after avoiding all the moving bodies.

IV. RESULTS

A. Case Study: Excavation Activity

We will be using a 140 ft \( \times \) 140 ft construction jobsite as depicted in Figure 1. An excavation task is going on in the area labeled as Building #2. There are five static obstacles: Building #1, Building #2, Material Storage, Fabrication Area and Office. A dump truck has a trajectory from A \( \rightarrow \) B, B \( \rightarrow \) A. The material supply workers’ path is from D \( \rightarrow \) C, C \( \rightarrow \) D. Inspection workers’ will follow the path F \( \rightarrow \) G, G \( \rightarrow \) F.

We tested our model on a simulated environment developed using the Python Programming Language to calculate a safe roadmap for the workers. A generalized Voronoi diagram generated by the Algorithm 1 of the construction site is shown in Figure 2. The red line is the shortest path for the material supply worker between the points C and D, following the safe Voronoi edges. The shortest trajectory derived for the worker is, \( \tau = [71.00, 42.00, 82.50, 42.00, 82.50, 42.00, 82.50, 55.00], [82.50, 55.00, 72.50, 63.34], [72.50, 63.34, 72.50, 115.88], [72.50, 115.88, 80.00, 121.06], [80.00, 121.06, 90.00, 124.50] \),
[90.00, 124.50, 95.00, 124.50], [95.00, 124.50, 95.00, 115.00]].
Among the four attributes in each tuple, the first two attributes denote the coordinate of one endpoint and the last two attributes denote the other endpoint of a line segment. The dump truck is moving back and forth at a speed of 1.8 units/s across the path, \( \gamma = [50, 40, 100, 65], [50, 40, 100, 65] \). Let the radius of the area occupied by the truck be 15 units. We need to know when the dump truck is going to cross the path of the worker. Figure 3 is the space-time system generated by Algorithm 2. For the first two lines of \( \tau \), the worker is allowed to move freely at a constant speed of \( v_{\text{worker}} = 2 \) units/s. On the third line he has a possibility of collision with the truck. The duration of the collision is 24 units - 15 units = 9 units and it occupies the space of 33 units - 18 units = 15 units. We advise the worker to stop, which is indicated by the vertical green line in Figure 3 from time 10 to 24 = 14 units. A vertical line indicates a stop in the space-time system because the term \( ds = 0 \) and \( dt \neq 0 \). The truck will come back to the opposite direction on the workers’ path at time 43 units. This is represented by another rectangle centered at (25, 43). This time the worker has already passed, so there will be no collision. The worker finishes when he reaches the point (124, 76) in Figure 3. This means that the worker took 76 units of time to complete a 124 unit long path. If the worker would not have faced the obstacle, he would have taken \( 124/2 = 62 \) units of time. We considered four other alternative paths presented in Figure 4 and 5. If we emphasize safety, the path of Figure 4(a) is a good candidate as it has no collision and takes 77 units of time to finish the length of 155 units, which is longer than the shortest path, but also safer. Safety score, which we defined in Problem 2, can be assigned to all possible paths based on safety and distance. For example, if we sort all the trajectories primarily based on the number of collisions they have and secondly on their lengths, the path in Figure 4(a) has a high safety score.

The path in Figure 4(c) is also safe, as it has no collisions, but it is long. Similarly, the path in Figure 5(a) is collision free but very long, and the path in Figure 5(c) is the longest with a length 300 units and with some collision risk.

V. CONCLUSIONS AND FUTURE WORK

In this paper, we presented an easily implementable methodology to proactively detect hazardous conditions and collision states in a construction jobsite and to calculate safe trajectories that are as far as possible from static obstacles while avoiding moving bodies (i.e., equipment). The work presented in this paper is based on combinatorial methods for motion planning that are simplified to allow easy implementation. At this point, the motion planning component requires as input a description of the geometric layout of the construction site, the trajectories of the moving construction bodies, and their speed and initial time that have been defined manually. In the envisioned methodology (on-going research work), these values are automatically obtained from the discrete event model. In the next paragraphs, we will describe extensions and directions for future research.

The most immediate extension to our work is to remove assumptions about moving bodies and their motions \( B(t) \). We assumed that the bodies, represented by circular disks, move with constant speed in piecewise linear paths, composed of a set of lines. We would like to provide more accurate motions of machinery. First, we would like to incorporate bodies with accurate 3D models and with several degrees of freedom as found in common construction machinery such as cranes and excavators. Second, instead of assuming omnidirectional motion capabilities, we will incorporate dynamic models of the moving machinery that take into account constrains on acceleration and motion (trucks, for example, can not move sideways) [13], [15]. Third, we will integrate the approach presented in this paper with discrete event simulation to automatically model construction activities. Discrete event simulation is widely used in modeling of construction activities; however, the existing methodologies are mainly used for evaluation of project time and cost and are not adequate for investigating safety issues (due to lack of consideration
of spatiotemporal movements of workers and equipment).

The risk score of a path can be used by construction and safety managers to predict vulnerabilities before the execution of a project and modify plans accordingly. For instance, although increasing the number of moving vehicles can reduce the completion time of a construction task, it will increase the danger to the workers, which can be evaluated using our methodology. The interactions between multiple activities, equipment, and workers increase the likelihood of hazards. Since our algorithms have low complexity, they can handle larger problems and deal with these complex hazardous situations.
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