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Abstract—Collisions between moving machinery and human workers in construction job sites are one of the main sources of fatalities and accidents during the execution of construction projects. In this paper, we present a methodology to identify and assess construction project plan dangers before their execution. Our methodology has the following steps: 1) Plans are translated from a high-level activity graph to a discrete event simulation model; 2) Trajectories are simulated using sampling based and combinatorial motion planning algorithms; and 3) Safety scores and risk-based heatmaps are calculated based on the trajectories of moving equipment. Finally, we present an illustrative case study to demonstrate the usability of our model.

I. INTRODUCTION

Construction zones are a source of potential accidents which include a significant loss of lives every year due to struck-by accidents involving moving machinery and workers [1]. Recent data show that the percentage of struck-by accidents constituted 17.6% of fatalities and serious injuries among construction workers [3]. During construction planning activities, safety managers and construction engineers plan to minimize project timelines without taking safety into consideration. The sequence of activities chosen in order to complete the project might not be the optimal one in terms of safety measures. Therefore, we propose a model to investigate alternate job sequences to ensure better safety.

In one stream of research, different studies (e.g., [21]) have developed optimization-based methodologies for safety assessment of construction site layouts. In another stream of research, discrete event simulation has been adopted for construction planning [20]. The studies related to these streams of research have two main limitations in terms of their use in safety planning: (1) lack of consideration of the impact of the layout of construction jobsites on the spatio-temporal motion trajectories related to the workers and equipment, and (2) lack of consideration related to the dynamic changes in the layout of construction sites at different stages of a project schedule and the sequence of construction activities. Using our predictive assessment, jobsite layout and sequences of activities could be evaluated during the planning phase to identify the safest construction plan and hazardous zones in a construction jobsite.

Our ideas are connected to approaches that use Linear Temporal Logic, [5], [7], [13], [14], to create high-level specifications that can be translated to low-level trajectories. In contrast with these approaches, we used two representations commonly used in construction planning: Activity Graphs and Discrete Event Simulations instead of Logic Based representations such as LTL or PDDL. This will allow us to evaluate our methodology in existing construction plans and will help close the gap between high-level plans and low level state trajectories.

Some attempts have been made in the construction community to incorporate motion planning algorithms in the analysis of projects. In [28], [8] and [30] a modification of the RRT algorithm for replanning of crane motions was used in real time along with positioning systems for simulation and safety purposes. However, these tools are intended only to capture a small part of the activities in a construction project.

In this paper we focused on calculating the safety score for different construction plans and selecting the optimal plan. Different models are used to simulate the construction activities ( [4], [29], [10]). However these tools are intended mainly to provide graphical modeling [10]. We developed an automated system that can help planners to realize the safety level of the planned activities at discrete times of a construction project at the pre-planning phase. These ideas can help managers re-plan a sequence of activities in order to reduce the chance of fatalities and injuries during a construction project.

To our best knowledge, our approach is one of the first to consider using motion planning techniques to evaluate safety scores or determine obstacle free trajectories for workers and moving equipment. The concrete contributions of our work are the following: 1) We generated a number of alternate construction plans rather than the one that gives the minimum project completion time; 2) We developed an activity and event scheduler to simulate all the plans using discrete event simulation and motion planning. A number of trajectories were generated and coordinated to avoid collisions; 3) We decomposed the layout of a construction site into a grid to calculate the safety score. This enabled us to generate heatmaps of the construction layout to identify dangerous hotspots of a site at discrete times.

The rest of the paper is organized as follows: Section II presents the preliminaries and the problem formulation. Section III introduces algorithms to transform a construction plan to a discrete event model. Activities are then scheduled using a discrete event scheduler and safety is calculated for the construction site. Section IV presents an illustrative case study of a construction site. Finally, conclusions and directions for further research are discussed in Section V.
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II. PRELIMINARIES

A. Activity Graph

The Critical Path Method (CPM) [19] is widely used in construction projects to determine the minimum amount of time needed to complete a project. An activity graph is a type of CPM with no timing information. The activity graph, \( \mathcal{G} = (V, E) \), is a directed acyclic graph. An edge, \( e \in E \), where \( e = v \rightarrow v' \), \( v, v' \in V \) is formed if and only if \( v \) is a precondition of \( v' \). It is helpful to consider \( v \) as a parent of \( v' \). The starting node set, \( V_s \subset V \), is a collection of nodes who have no incoming edges. Similarly, every node in the set of finish nodes, \( V_f \subset V \), have no outgoing edges. A sequence of all nodes, \( \mathcal{P} \), conserving precedence constraints form a construction plan.

B. Construction Physical State Space

Assume that a construction project takes place in a 2D world, \( W = \mathbb{R}^2 \). A nonempty set of physical system state spaces can be represented as, \( X = X^1 \times X^2 \times \ldots X^r \), which is a finite or countably infinite set of states. The set of a number of initial static obstacles is, \( \mathcal{O}(t) \subset W \) where the obstacle list, \( \mathcal{O}(t) \), is a time variant dynamic list, since new obstacles may appear and old obstacles may disappear as the construction project goes on. A construction project has a set of time constrained objectives which are considered individual sub-components. To realize the abstraction of discretization, we define an index set, \( I = \{1, 2, \ldots, t\} \). A sub index is defined for an activity, \( v \), as \( I_v \subset I \). Thus the system state is divided into a number of sub-states, \( X = X^j \) where \( j \in I_v \) and each set, \( X^j \subset X \), is assigned to some individual activity or node, \( v \in V \), in the planning graph.

A system state, \( x^j \in X^j \), is composed from a number of parameters that describe a subproblem. The parameters in \( x^j \) can be configurations, orientations and velocities of moving bodies (such as trucks or cranes) as well as the amount of resources used by an activity.

A time attribute has to be introduced in order to aid the scheduling of activities properly in a time varying discrete event system. The time varying state space is the cartesian product \( Z = X \times T \) and a state, \( z \in Z \), is denoted as \( z = (x, t) \). There are a number of moving bodies/equipment in the system represented by the set, \( \mathcal{B}(x) \). Considering both the moving bodies and static obstacles, the obstacle state space is defined as,

\[
Z_{obs} = \{(x, t) \in Z | \mathcal{B}(x) \cap \mathcal{O}(t) \neq \emptyset \}
\]  

(1)

and the free space is defined as, \( Z_{free} = Z \setminus Z_{obs} \). An initial state is defined as, \( z_f \in Z_{free} \) and the set of goal states is defined as, \( Z_G \subset Z_{free} \):

\[
Z_G = \{(x, t) \in Z | x \in X_G, t \in T \}
\]  

(2)

A state time space, \( Z^v \), is assigned to an activity, \( v \), where \( Z^v = X^v \times T \). A particular time varying configuration, \( z^v \in Z^v \), of a sub problem is \( z^v = (x^v, t) \). After simulating all the nodes, \( v_i \in V \), in a plan we generate a set of trajectories, \( \tilde{Z}[0, 1] \rightarrow Z_{free} \) by coupling discrete event simulations with low level motion planning techniques.

C. Augmented Discrete Event System Specification

Each node of a high-level construction plan in an activity graph is represented as an Augmented Discrete Event System Specification (DEVS) [27] model. This model is used along with geometric information from the construction site to generate obstacle free paths and policies for moving bodies. Each node in the activity graph is associated with an augmented DEVS model.

The DEVS formalism proposed by [27] and detailed in [24] and [25] is used to formalize discrete event simulation as an extension of finite state automata. An event scheduling model is a tuple \( ES^v \) for the activity \( v \in V \) and is represented as:

\[
ES^v = (E^v, Z^v, EL^v, f^v_\eta, f^v_z, z_I),
\]

(3)

where \( Z^v = X^v \times T \) is the subset of the states of the system. Any activity in a construction site consists of a set of events. The \( i^{th} \) event is denoted by \( \eta_i \) and if there are \( \xi \) unique events, we define the finite event set as, \( E^v = \{\eta_1, \eta_2, \ldots, \eta_\xi\} \). The event list \( EL^v \) is defined by \( EL^v = \{((\eta_1, t_1), (\eta_2, t_2), \ldots)\} \).

The system starts at time \( t^i_0 \) with starting state, \( z_I \). The system state is modified based on the current state and an event of an activity:

\[
f^v_\eta: Z^v \times E^v \rightarrow Z^v.
\]

(4)

In some cases \( f^v_\eta \) is controlled by the availability of resources (for example the amount of soil that needs to be excavated) and system time. The next event to be scheduled is controlled by \( f^v_z \), based on the current event and system state:

\[
f^v_z: E^v \times Z^v \rightarrow E^v.
\]

(5)

An activity is finished when an event list, \( EL^v \), becomes empty and we schedule the next activity. Then we need to extract the collision free trajectories in \( Z_{free} \) space knowing the initial and goal configurations in \( X \) space.

Problem 1: Generation of collision free trajectories

Given an initial configuration, \( x_I \), a set of goal states, \( X_G \), and the set of static obstacles, \( \mathcal{O}(t) \), at time, \( t \), find a collision free trajectory, \( \tilde{Z}[0, 1] \), such that \( \tilde{Z}(0) = z_I \) and \( \tilde{Z}(1) \in Z_G \).

D. Safety Evaluation for Different Plans

A safety score is associated to every node in a particular construction plan, \( \mathcal{P} = (v_1, v_2, v_3, \ldots, v_I) \). To calculate the safety score for individual plans, we evaluate the entire plan by simulating all the nodes. A safety score is defined as a function,

\[
R: \tilde{Z} \rightarrow [0, 1],
\]

(6)

where \( \tilde{Z} \) is the set of all trajectories, 0 is the safest score and 1 is the most dangerous score for a plan. Therefore we can calculate the safety score for a plan based on the trajectory paths.

Problem 2: Safety Evaluation

Given a set of time variant system trajectories, \( \tilde{Z} \), calculate a safety score for the plan, \( \mathcal{P} \), in the closed interval range \([0, 1]\).
Once the safety score is calculated for the alternate plans we need to extract the optimal one which provides minimal completion times and optimal safety scores.

### Problem 3: Multicriteria Optimization Problem

Given a number of safety scores for several plans $P_1, P_2, \ldots, P_n$, calculate the optimal plan which minimizes the project’s finishing time while optimizing the safety score.

### III. METHODS

An example site layout is shown in Figure 1, where a construction plan is needed to carry out two excavation activities in Building1 and Building2 followed by concrete pouring activities. The system block diagram of our model to extract the safest plan is shown in Figure 2. An activity scheduler subsystem, responsible for generating alternate sequence of activities and the other subsystems simulate each sequence/plan to estimate the safety attributes. We will describe these shortly.

**Definition 3.1:** Moving equipment, B, do not affect the safety of two sequential activities. The moving equipment, $B^u$ and $B^v$ of two parallel activities, $u$ and $v$, affect the safety of one another.

**Definition 3.2:** Static obstacles, $O^u$, generated by an activity, $u$, have a succeeding effect on the safety score of all the successor activities, $v \in V$, unless the obstacle built earlier is removed by some later activity.

**Proposition 3.3:** Different plans yield different safety scores.

**Proof:** Suppose we have two alternate plans, $P_1$ and $P_2$, from a graph, $\mathcal{G}$. We choose two activities, $u$ and $v$, where in plan $P_1$, $u$ is scheduled before $v$, and in plan $P_2$, $v$ is scheduled before $u$. By definition 3.1 their safety score is the same. However, by definition 3.2 if the static obstacles generated by $u$ and $v$ are not same, then the plans yield different safety scores.

### A. Plan Extraction from an Activity Graph

A topological sorting algorithm is used to extract all possible valid plans. Given $n$ vertices, and a set of integer index pairs, $(i, j)$, of the nodes of the graph, $\mathcal{G}$, where $1 \leq i, j \leq n$, the problem of topological sorting is to find a permutation $v_1, v_2, \ldots, v_n$ such that $i$ appears to the left of $j$ for all pairs $(i, j)$ [12].

Given $P$, produced by the topological sorting algorithm, Algorithm 1 is used for scheduling the activities inside $P$. A queue, $Q$, is initialized to hold the active (not yet scheduled/visited) activities in Line 1. Line 2 starts a for loop to go over all the activities $u \in P$ starting from index 1 (remember activity 0 is the dummy starting activity). Line 4 uses the $\text{ParentVisited}()$ function to check whether all the parents of the current activity have been scheduled. If not, the activities in $Q$ are scheduled by calling the $\text{EventScheduler}(Q)$ routine. It guarantees scheduling all parent nodes of the current node, because the nodes in $P$ are organized in topological order. The corresponding activity nodes are all set as $\text{Visited}$ from lines 6 to 8. $Q$ is flushed at line 9 to load the current activity. At line 11, the current activity node is loaded into

![Fig. 1. An example layout of a construction site. Excavation and concrete pouring need to be done in two buildings. Yellow dotted lines are trajectories of moving truck and crane’s hook.](image)

![Fig. 2. System submodel interaction.](image)

![Fig. 3. An example activity graph of a construction site.](image)
Q, whose parent nodes have already been scheduled.

B. Event Scheduling Using Augmented DEVS

A queue of activities is received from the ActivityScheduler routine. Each activity is a collection of events, \( \eta \in E \). All of the events in \( E \) are motion planning problems which have to be solved before going on to the next event.

Algorithm 2 is used to simulate a number of nodes in the activity graph using our augmented DEVS model. In order to carry out the simulation in line 2, we first create an event scheduling model, \( ES \), as defined earlier, for each node. Line 3 extracts the initial state, \( z_0 \in Z^* \), and line 4 takes the first event from the event set to populate the empty event list. The while loop in line 6 is used for scheduling all the events from multiple activities. The min method in line 8 helps to extract the immediate event’s time from the event list to be scheduled. Lines 13-16 are the updating steps of the ActivityScheduler routine. Each activity is a collection of \( Q \) which is formed by a sequence of configurations, is generated by the motion planner for each activity regardless of which is combined to yield \( \Gamma_{\text{obs}} = \bigcup_{i,j \neq j} \Gamma_{i,j}^{ij} \) and \( \Gamma_{\text{free}} = \Gamma \setminus \Gamma_{\text{obs}} \).

At state \((0,0,\ldots,0) \in \Gamma \), all bodies are in their initial configurations, \( x_i = \tilde{x}(0) \), and at state \((1,1,\ldots,1) \in \Gamma \), all bodies are in their goal configurations. Any continuous path, \( h : [0,1] \rightarrow \Gamma_{\text{free}} \), for which \( h(0) = (0,0,\ldots,0) \) and \( h(1) = (1,1,\ldots,1) \) moves the bodies to their goal configurations [17]. We applied the A* search algorithm [23] on \( \Gamma \) to generate a path, \( \tilde{h} \), avoiding robot-robot collisions. Moving diagonally along \( h \) in \( \Gamma \), moves all three bodies whose relative speeds depend on the slope of the path. A body is allowed to move with constant speed or directed to remain stopped to yield the other bodies to pass by moving horizontally or vertically in \( \Gamma \) [17]. We divide the path, \( \tilde{h} \), into a number of equally spaced points \( H = \{0, \Delta h, 2\Delta h, \ldots, j\Delta h\} \) with fixed spacing, \( \Delta h \), such as \( j = \frac{h}{\Delta h} \). Summation of times is calculated using velocities in each step (e.g. between \( \Delta h \) and \( 2\Delta h \)) to give the total time taken by the bodies to complete a collision free path.

E. Safety Model

We decompose the workspace, \( W \), into a grid composed of \( \delta \) number of squares. A safety score is computed for each square. Together the safety scores of all the squares at a time, \( t \), contribute to the risk of the plan at that time. The safety score for a square is inversely proportional to its distance to the moving equipment.

Assume that the duration of a plan, \( \mathcal{P} \), is \( T \) where \( T \) is divided into a number of discrete time points \( \mathcal{T} = \{0, \Delta t, 2\Delta t, \ldots, j\Delta t\} \) with fixed time intervals, \( \Delta t \), such as \( j = \frac{T}{\Delta t} \). We calculate the safety scores in discrete times of \( T \). Let \( R(g_i,t) \) denote the score for square \( i \) of the grid at time, \( t \). Then the definition of \( R(g_i,t) \) is,

\[
R(g_i,t) = \sum_{j=0}^{Q_i} \sum_{k=0}^{B_i} \frac{\alpha}{d(\tilde{g}_i,B_k(t)) + \beta} \tag{7}
\]

where \( d(\ldots) \) is a distance function (such as the Euclidean Distance) and \( Q_i \) is the queue of activities at time \( t \). Parameters \( \alpha \) and \( \beta \) are the scaling factors for a better score. The
safety scores for the squares inside the obstacles (static or dynamic) are,

\[ R(g_i, t) = 1. \]  

(8)

Earlier we defined 0 as being the safest score in a plan and 1 as the most dangerous score for a plan. The average safety score, \( r_{grid} : t \rightarrow [0, 1] \), for a grid with \( \delta \) squares at time \( t \) is,

\[ r_{grid}(t) = \frac{\sum_{i=0}^{\delta} R(g_i, t)}{\delta}. \]  

(9)

Therefore the total safety score, \( r_{tot} \), for a particular activity plan, \( P \), averaged over \( T \) is,

\[ r_{tot} = \frac{1}{|T|} \sum_{t=0}^{\delta} r_{grid}(t). \]  

(10)

We also calculate aggregated safety score over a time interval, \([t_i, t_f]\), where \( t_i, t_f \in T \). The safety score \( r_{agg}(g_i) \) for a square \( g_i \) then is,

\[ r_{agg}(g_i) = \frac{\sum_{t=t_i}^{t_f} R(g_i, t)}{t_f - t_i}. \]  

(11)

F. Optimal Planning Model

We present the alternate job sequences with safety analysis attributes to planning managers who then carefully decide about a suitable plan according to project requirements. The safest plan is a partially ordered sequential plan which may take an undesirably long amount of time to finish a project. Therefore, we need a plan which optimizes both the risks and finishing times by using task parallelism. Exact solutions for multicriteria optimizations (often called Pareto Optimal) are NP-hard [6], so we focus on producing an approximate solution using our activity scheduler algorithm. The safety model then calculates the safety score over discrete time points. The acceptance of a plan, therefore is decided based on the following criterion:

- Average safety score(\( \mu \)) of a site(\( \mu = r_{tot} \) from (10)).
- Standard deviation(\( \sigma \)) of \( r_{grid} \) over time.

If \( \mu \) and \( \sigma \) both are low, this yields a very safe plan. If \( \mu \) is low but \( \sigma \) is high, this is an acceptable plan. A plan with high values of \( \mu \) and low values of \( \sigma \) is a very risky plan. Plans with high values of \( \mu \) and high values of \( \sigma \) are also risky. For projects with deadline constraints, project managers can choose a higher safety score threshold. Below that threshold, a plan with high parallel activities is acceptable. If a planning manager wants to choose a specific period to be safer than another, episodic safety scores during a specific interval using (11) can be computed.

IV. CASE STUDY

\( EX1 \) and \( CP1 \) in the activity graph of Figure 3 denote the excavation and concrete pouring activities in Building 1 and vice versa. Nodes \( S \) and \( F \) are dummy nodes to hold starting and final points. \( EX1 \) and \( EX2 \) are two starting activities. \( CP1 \) depends on \( EX1 \) while \( CP2 \) depends on \( EX2 \) and \( CP1 \).

A. Alternative Plans

We used the Python programming language to implement a topological sorting algorithm as proposed in [26]. Three alternate plans generated for the activity graph of Figure 3 are,

\[ P_1 = \{EX1, CP1, EX2, CP2\} \]

\[ P_2 = \{EX1, EX2, CP1, CP2\} \]

\[ P_3 = \{EX2, EX1, CP1, CP2\}. \]

B. Activity Scheduling

For the plan, \( P_1 = \{EX1, CP1, EX2, CP2\} \), the Activity Scheduler routine in Algorithm 1 loads \( EX1 \) in \( Q \) as its parent, the dummy starting node, \( S \), is \( Visited \). During the second iteration of the algorithm's loop, it tries to load \( CP1 \) whose precondition activity, \( EX1 \), is still not \( Visited \). So \( EX1 \) is scheduled using Algorithm 2. Once the scheduling is done, \( EX1 \) is marked as \( Visited \) and \( CP1 \) is loaded into \( Q \). \( EX2 \) is also loaded in the next iteration, since its parent \( S \) has been \( Visited \). \( CP2 \) is not loaded since \( EX2 \) has not been \( Visited \). So, the two activities in the queue, \( \{CP1, EX2\} \), are simulated simultaneously using the event scheduler. In the final run \( CP2 \) is simulated.

For the plan, \( P_2 = \{EX1, EX2, CP1, CP2\} \), the activities \( \{EX1, EX2\} \) are loaded first into \( Q \) and simulated together. Then \( \{CP1, CP2\} \) are simulated. The plan, \( P_3 = \{EX2, EX1, CP1, CP2\} \), can be simulated in a similar way.

C. Discrete Event Scheduling

A Python program with the SimPy simulation module [2] was used to simulate the discrete event scheduler of Algorithm 2. An event scheduling model, \( ES = \{E, Z, EL, f_m, f_z, z_t\} \), for each activity is created. For example, in Figure 4(a) there are three possible repeating events shown for the crane in charge of concrete pouring(\( CP \)). These are \( Load(L) \), \( Rotate(R0) \) and \( Dump(D) \). For excavation(\( EX \)), shown in Figure 4(b), a dump truck in charge of carrying soil has four such states: \( Load(L) \), \( Haul(H) \), \( Dump(D) \) and \( Return(R) \).

- Therefore, the set of events for concrete pouring is \( E^{CP} = \{L, RO, D\} \) and the set of events for excavation is \( E^{EX} = \{L, H, D, R\} \).
- The state, \( Z \), contains the configuration of all parameters such as resources, interruption, deadline, etc.

Fig. 4. (a) DEV'S state transition model for the crane. (b) DEV'S state transition model for the truck.
• The configuration of the dump truck is $\mathbb{R}^2 \times S^1$ while the configuration for the non-holonomic [18] crane is $\mathbb{R}^2 \times S^1$ as it can rotate with pitch and yaw, but no roll.

• An example state we use for the truck is,

$$z = (x_{tr}, y_{tr}, \theta_{tr}, \eta_{ex}, r_{ex}, t_{ex})$$

and an example state we use for the crane is,

$$z = (\theta_{pre}, \theta_{yaw}, \eta_{cp}, r_{cp}, \eta_{cp})$$

• An example event transition for the dump truck is,

$$f_q^{EX}(L, z) = H_s$$

hauling is carried out after loading. Similarly, the truck starts rotating once it is loaded with concrete, $f_{CP}^q(L, z) = RO$ (See Figure 4).

• An example state transition for an excavation is,

$$x_{new} = x_{tr}, y_{new} = y_{tr}, \theta_{new} = \theta_{tr}, H_s, r_{ex} - r, t_{ex} + t$$. 

The constant, $r' \in \mathbb{N}$, denotes the units of soil/resources consumed per iteration and $t' \in \mathbb{R}^+$ is calculated from an $\text{Coordination}$ function as described previously.

D. Motion Planning and Coordination

We used the Motion Strategy Library (MSL) [9] to generate trajectories of moving equipment for different activities (See Figure 5(a)). Two trucks, colored red and green, from simultaneous activities $(EX1, EX2)$ are shown moving around the two building sites in Figure 5(a). Sample trajectories, $x_1, x_2$(colored blue and green), of the trucks are shown in Figure 5(b). Trucks have differential constraints. Suppose the speed of the truck and steering angle are specified by the actions $u_x$ and $u_\phi$ respectively. The transition equation for two consecutive configurations is,

$$\dot{x}_{tr} = u_x \cos \theta_{tr}, \dot{y}_{tr} = u_x \sin \theta_{tr}, \dot{\theta}_{tr} = \frac{u_\phi}{L} \tan u_\phi$$

where $L$ is the length of the truck.

The red trajectory in Figure 5(b) is the path of a moving worker. Generalized Voronoi diagrams were used in our previous work [22] to calculate the safest paths for workers while avoiding static obstacles. We added a worker trajectory from a Voronoi diagram roadmap for a moving worker to create a three robot problem. A trajectory for the crane’s hook was generated by taking the arc of a circle centered at the base of the crane that goes through the initial and goal configurations of the hook.

The coordination space for the three moving bodies is shown in Figure 6. For better visual understanding we present the 3D image from two different viewing angles. Blue regions comprise collision configurations, $\Gamma, \gamma_{obs}$, for three possible combinations of $\text{truck1-truck2, truck1-worker and truck2-worker}$. The continuous red path, $h$, is computed using an $A^*$ search algorithm which connects the point from the initial configuration, $(0,0,0)$, to the goal configuration, $(1,1,1)$.

E. Safety Evaluation

We used Python to implement our safety model. It was mentioned earlier that the construction site is decomposed into a grid to calculate the safety score for individual squares in the grid. A safety score for each square was calculated in the range $[0,1]$ using equations (7) and (8). Sample heatmaps were generated for the parallel activities $(EX1, EX2)$ at different times where two dump trucks are moving as shown in Figure 7. The green colored regions are the safest and red regions are the most dangerous. Other colors, ranging from green to red, were applied based on safety scores. The heatmaps give construction planning managers a detailed representation about the construction jobsite risks (i.e, the hotspots on the heatmaps) at discrete times.

Heatmaps based on aggregated safety scores(11) are shown in Figure 8 for two different sub-activities: $CP1EX2$ and $CP1CP2$. Aggregated scores, $r_{agg}$, for individual squares are calculated using (11) to give a concise episodic risk visualization in different areas of the construction site.

F. Optimal Plan Extraction

Two plans, $P_1$ and $P_2$, were evaluated and the following table is the result of the averages and standard deviations of safety scores for the entire life of the construction plan.

Fig. 5. (a) Two trucks in MSL library colored red and green moving around pink excavation areas (b) Trajectories generated by the MSL library (blue and green). Red trajectory was added to simulate moving worker.

Fig. 7. Sample heatmap snapshots/frames during time (a) t=0; (b) t=125.
According to our heuristics from section III-F, $P_1$ is the better plan as it has low average and standard deviation values compared to plan, $P_2$. But using the heatmaps and aggregated scores, $I_{agg}$, the planning manager can choose alternative plans based on the construction project requirements. He can also take into account the partial safety scores and the safety scores at a grid level granularity. If the project has a tight deadline, then the safety threshold can be used for acceptable results.

V. CONCLUSIONS AND FUTURE WORK

In this work, we developed an easily implementable methodology to minimize the risk of struck-by accidents in construction jobsites. Given an initial activity graph, our model extracts different sequences of activities, converts them to discrete event models and simulate them using discrete event scheduler algorithms. Motion planning methodologies generate the collision free trajectories for the moving bodies. A proactive safety visualization is provided during preplanning phase using heatmaps which effectively distinguishes among the safe and dangerous places in a construction site.

The model presented can be used for most construction activities to carry out simulation and safety metrics together. The formalism presented in the paper provides measurement metrics to construction project managers, such as safety scores and time spent by a trajectory. Based on this measure, the safety policy and guidelines can be calculated for workers in a construction site.

One immediate extension of our work is to take into account the stochastic nature of construction jobsites. We assumed that the motions performed by the moving obstacles were deterministic, so in the future we plan to incorporate models that include bounded and probabilistic uncertainty.

Finally, we evaluated two commonly performed construction tasks: excavation and concrete pouring. We will extend this work to evaluate our methodology using information for larger construction projects involving different activities with large equipment fleets and a large number of workers.

VI. ACKNOWLEDGEMENTS

We would like to thank Mr. Winston Newman and the loss prevention team at Balfour Beatty Construction Company for their valuable feedback on the ideas presented in the paper.

REFERENCES